1. Install erlang

<http://www.erlang.org/downloads>

1. Install Rabbit

<https://www.rabbitmq.com/download.html>

1. En .NET el cliente

PM> Install-Package RabbitMQ.Client –Version 4.1.1

**"Hello World"**

Two programs in C#;

* A producer that sends a single message,
* A consumer that receives messages and prints them out.

In the diagram below, "P" is our producer and "C" is our consumer. The box in the middle is a queue - a message buffer that RabbitMQ keeps on behalf of the consumer.

![(P) -> [|||] -> (C)](data:image/png;base64,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)

#### The .NET client library

RabbitMQ speaks multiple protocols. This tutorial uses AMQP 0-9-1, which is an open, general-purpose protocol for messaging. There are a number of clients for RabbitMQ in [many different languages](http://rabbitmq.com/devtools.html). We'll use the .NET client provided by RabbitMQ.

Download the [client library package](http://www.rabbitmq.com/dotnet.html), and check its signature as described. Extract it and copy "RabbitMQ.Client.dll" to your working folder.

You also need to ensure your system can find the C# compiler csc.exe, you may need to add ;C:\WINDOWS\Microsoft.NET\Framework\v3.5 (change .NET version to fit your installation) to your Path.

**Sending**

We'll call our message sender Send and our message receiver Receive.cs. The sender will connect to RabbitMQ, send a single message, then exit.

The connection abstracts the socket connection, and takes care of protocol version negotiation and authentication and so on for us. Here we connect to a broker on the local machine - hence the localhost.

Next we create a channel, which is where most of the API for getting things done resides.

To send, we must declare a queue for us to send to; then we can publish a message to the queue: **Send.cs**

using System;

using RabbitMQ.Client;

using System.Text;

class Send

{

public static void Main()

{

**// Connection to server**

var factory = new ConnectionFactory() { HostName = "localhost" };

using(var connection = factory.CreateConnection())

using(var channel = connection.CreateModel())

{

channel.QueueDeclare(queue: "hello",

durable: false,

exclusive: false,

autoDelete: false,

arguments: null);

**// MESSAGE ONE**

string message = "Hello World!";

var body = Encoding.UTF8.GetBytes(message);

channel.BasicPublish(exchange: "",

routingKey: "hello",

basicProperties: null,

body: body);

**// MESSAGE TWO**

message = "Hello Again";

body = Encoding.UTF8.GetBytes(message);

channel.BasicPublish(exchange: "",

routingKey: "hello",

basicProperties: null,

body: body);

//Console.WriteLine(" [x] Sent {0}", message);

}

//Console.WriteLine(" Press [enter] to exit.");

//Console.ReadLine();

}

}

Declaring a queue is idempotent - it will only be created if it doesn't exist already. The message content is a byte array, so you can encode whatever you like there.

When the code above finishes running, the channel and the connection will be disposed.

#### Sending doesn't work!

1. Maybe the broker was started without enough free disk space (by default it needs at least 50 MB free). Check the broker logfile to confirm and reduce the limit if necessary. The [configuration file documentation](http://www.rabbitmq.com/configure.html#config-items) will show you how to set disk\_free\_limit.
2. Not connecting to localhost

**Receiving**

Our receiver is pushed messages from RabbitMQ, so unlike the sender which publishes a single message, we'll keep it running to listen for messages and print them out.

The code (in [**Receive.cs**](https://github.com/rabbitmq/rabbitmq-tutorials/blob/master/dotnet/Receive/Receive.cs)) has almost the same using statements as Send:

Setting up is the same as the sender; we open a connection and a channel, and declare the queue from which we're going to consume. Note this matches up with the queue that send publishes to.

We might start the receiver before the sender, we want to make sure the queue exists before we try to consume messages from it.

We're about to tell the server to deliver us the messages from the queue. Since it will push us messages asynchronously, we provide a callback. That is what

**EventingBasicConsumer.Received** event handler does.

using RabbitMQ.Client;

using RabbitMQ.Client.Events;

using System;

using System.Text;

class Receive

{

public static void Main()

{

**// Connection**

var factory = new ConnectionFactory() { HostName = "localhost" };

using(var connection = factory.CreateConnection())

using(var channel = connection.CreateModel())

{

channel.QueueDeclare(queue: "hello",

durable: false,

exclusive: false,

autoDelete: false,

arguments: null);

var consumer = new EventingBasicConsumer(channel);

consumer.Received += (model, ea) =>

{

var body = ea.Body;

var message = Encoding.UTF8.GetString(body);

// Console.WriteLine(" [x] Received {0}", message);

MessageBox.Show(message);

};

channel.BasicConsume(queue: "hello",

noAck: true,

consumer: consumer);

//Console.WriteLine(" Press [enter] to exit.");

//Console.ReadLine();

}

}

}

You can compile both of these by referencing the RabbitMQ .NET client assembly. We're using the command line (cmd.exe and csc) to compile and run the code. Alternatively you could use Visual Studio.

$ csc /r:"RabbitMQ.Client.dll" Send.cs

$ csc /r:"RabbitMQ.Client.dll" Receive.cs

Then run the executable

$ Send.exe

then, run the receiver:

$ Receive.exe

The receiver will print the message it gets from the sender via RabbitMQ. The receiver will keep running, waiting for messages (Use Ctrl-C to stop it), so try running the sender from another terminal.

If you want to check on the queue, try using rabbitmqctl list\_queues.

Hello World!

Time to move on to [part 2](https://www.rabbitmq.com/tutorials/tutorial-two-dotnet.html) and build a simple work queue.

**SERVER LISTENING**

using System;

using System.Windows.Forms;

using RabbitMQ.Client;

using RabbitMQ.Client.Events;

using System.Text;

using System.Threading;

namespace WindowsFormsApplication2

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void Form1\_Load(object sender, EventArgs e)

{

var factory = new ConnectionFactory() { HostName = "localhost" };

using (var connection = factory.CreateConnection())

using (var channel = connection.CreateModel())

{

channel.QueueDeclare(queue: "hello",

durable: false,

exclusive: false,

autoDelete: false,

arguments: null);

while (true)

{

// RECEIVED

var consumer = new EventingBasicConsumer(channel);

consumer.Received += (model, ea) =>

{

var body = ea.Body;

var message = Encoding.UTF8.GetString(body);

MessageBox.Show(message);

};

channel.BasicConsume(queue: "hello",

noAck: true,

consumer: consumer);

}

Thread.Sleep(2000);

}

}

}

}

**CLICK BUTTON AND SEND MSG**

using System;

using System.Windows.Forms;

using RabbitMQ.Client;

namespace WindowsFormsApplication3

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void Form1\_Load(object sender, EventArgs e)

{

}

private void button1\_Click(object sender, EventArgs e)

{

// Connection to server

var factory = new ConnectionFactory() { HostName = "localhost" };

using (var connection = factory.CreateConnection())

using (var channel = connection.CreateModel())

{

channel.QueueDeclare(queue: "hello",

durable: false,

exclusive: false,

autoDelete: false,

arguments: null);

// MESSAGE ONE

string message = textBox1.Text;

var body = System.Text.Encoding.UTF8.GetBytes(message);

channel.BasicPublish(exchange: "",

routingKey: "hello",

basicProperties: null,

body: body);

MessageBox.Show("message sent");

//Console.WriteLine(" [x] Sent {0}", message);

}

}

}

}